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ABSTRACT

A microcontroller is a single chip computer which contains the CPU, data and program

memory, serial and parallel I/0, timers, and interrupt logic. About 40% of microcontroller

applications are in office automation, such as PCs, laser printers, fax machines, intelligent

telephones, and so forth. About one-third of microcontrollers are found in consumer

electronics goods. Products like CD players, hi-fi equipment, video games, washing

machines, cookers and so on fall into this category. The communications market,

automotive market, and the military share the rest of the microcontroller application areas.

Basically, a microcontroller executes a user program which is loaded in its program

memory. Under the control of this program, data is received from external devices (input

devices), manipulated, and then sent to external devices (output devices).

Microcontrollers have traditionally been used to control a single device. But as the demand

for complex control operations have increased, the need to control multiple devices at the

same time has also increased. This is known as multitasking where a single microcontroller

is used to control more than one task at the same time.

This thesis describes the various multitasking algorithms and develops simple multitasking

algorithms which can be implemented on low-cost microcontrollers. The PIC family of

microcontrollers is chosen as the target microcontroller in this thesis. PIC is currently one

of the most popular microcontrollers, used extensively by many engineers, students, and

hobbyists. ..

It is shown in the thesis that simple, but effective multitasking algorithms can be developed

on the PIC microcontrollers using the popular PIC Basic language, and the native PIC

assembler language.~
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INTRODUCTION

From microwave ovens to alarm systems to industrial programmable logic controllers

(PLCs) and distributed systems (DCSs), embedded controllers are running our world.

Embedded controllers are used in most items of electronic equipment today. They can

be thought of as intelligent electronic devices used to control and monitor devices

connected to the real world. This can be a PLC, DCS or a smart sensor. These devices

are used in almost every walk of life today. Most automobiles, factories and even

kitchen appliances have embedded controllers in them.

The microcontrollers that are at the heart of these and many more devices are becoming

easier and simpler to use. The sheer volume of embedded controllers used in the world

drives us to understand how they work and then how to troubleshoot and repair them.

The support chips used in these controllers are becoming smarter and easier to use. This

is bringing the design and use of embedded controllers to more and more engineers

hence the need for a good understanding of what embedded controllers are and how to

troubleshoot them.

Microcontrollers are intelligent electronic devices used to control and monitor devices

connected to the real world. This can be a microwave oven, programmable logic

controller, distributed control system, car braking system, cruise missile control system,

or a smart sensor. As time goes on electronic devices get smarter and smaller, the

embedded controller will be in or associated with everything we touch throughout the

day. Early embedded controllers contained a CPU and a multitude of support chips. As

time went on, support chips were included in the CPU chip until it became a

microcontroller. A microcontroller is defined as a CPU plus random access memory

(RAM), electrically erasable programmable read only memory (EEPROM), input-

outputs (I/0), and communication circuits. The embedded controller is a

microcontroller with peripherals such as keypads, displays, and relays connected to it

and , is often connected to other embedded controllers by way of some type of

communications system.
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The microcontroller is a direct descendent of the CPU, in fact every microcontroller has

a CPU as the heart of the device. It is therefore important to understand the CPU in

order to ultimately understand the microcontroller and embedded controller.

The central processor unit is the brain of the microcontroller. The CPU controls all

functions and uses the program that resides in RAM, EEPROM or EPROM to function.

The program may reside in one or more of these devices at the same time. Part of the

program might be in RAM while another might be in EEPROM. A program is a

sequence of instructions that tell the CPU what to do. These instructions could be

compared to instructions a teacher may give to a student to get a desired result. The

instructions sent to the CPU are very, very simple and it usually takes many instructions

to get the CPU to do what is necessary to accomplish a task.

Microcontrollers have traditionally been programmed using the native assembly

language of the target processor. It is very common nowadays to use high-level

languages such as Basic, Pascal, and C in programming microcontrollers. Assembly

language has the advantage that the execution speed is very fast. On the other hand,

developing an assembly language based program is a complex task. High-level

languages have the advantage that it is much easier to develop and maintain programs

developed using these languages. The main disadvantage of the high-level languages is

that the speed of execution is not as fast as the programs developed using the assembly

language.

Microcontrollers have traditionally been programmed to control a single device and

multi-processors, consisting of several microcontrollers are generally used to control

more than one device at the same time. It is also possible to develop multitasking

algorithms on microcontrollers such that a single microcontroller can be used to control

a number of devices all at the same time.

This thesis is about the use of multitasking algorithms on simple low-cost

microcontrollers, such as the PIC family of microcontrollers. The thesis describes the

development of several multitasking algorithms which can be implemented on PIC

microcontrollers. The PIC16F84 microcontroller is taken as an example in the thesis.

Multitasking algorithms have been developed in the thesis using the Basic high-level
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programming language and the native assembly language of the PIC microcontrollers.

It is shown in the thesis that the low-cost microcontrollers can be programmed to

operate as multitasking processors.

The thesis consists of the introduction and four chapters:

Chapter 1 presents the principles of multitasking and describes the various multitasking

algorithms used in practice. This chapter also explains the importance of multitasking

when used on microcontrollers.

Chapter 2 provides an introduction to the architecture of the PIC microcontrollers and

describes the important features of the popular PIC16F84 microcontroller.

Chapter 3 describes the microcontroller system development cycle, the use of program

description language, and the important features of the PIC Basic compiler.

Chapter 4 presents the principles of single task operation, and simple practical examples

are provided to demonstrate the single task operation. The principles of multitasking

are also described in this chapter and various simple multitasking algorithms are

developed using the high-level Basic language and the native PIC assembler language.

A conclusion and a list of references are provided at the end of the thesis .

..
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1. MULTITASKING

1.1 OVERVIEW

For the majorityof embedded systems, a single tasking operating system is too restrictive.

What is required is an operating system that can run multiple applications simultaneously

and provide inter task control and communication. The facilities once only available to

mini and mainframe computer users are now required by 8, 16 and 32 bit microprocessors

and microcontrollers.

Multitasking is the process of letting the operating system perform multiple tasks at what

seems to the user simultaneously. Multitasking enables a complex task to be implemented

by designing separate tasks that operate independently or cooperate with each other. This

Chapterdescribesthe principles of variousmultitasking and schedulingalgorithms.

1.2 SINGLETASKING

The first widely used operating system was CP/M [l 7], developed for the Intel 8080
microprocessor and 8" floppy disk systems. It supported I/O calls by jump tables and

quickly became standard within the industry and a large amount of application software

became available for it. Many of the micro-based business machines of the late 1970sand

early 1980swere based on CP/M. Its ideas even formed the basis of the popular MSDOS

operatingsystem,chosen by IBM for its personal computers.

CP/M is a good example of a single taşking operating system. Only one task or application

can be executed at any one time and therefore it only supports one user at a time. With a

single tasking operating system, it is not possible to run multiple tasks simultaneously.

Large applications have to be run sequentially and can not support concurrent operations.

There is no support for messagepassing or task control, which would enable applications to

be divided into separate entities. If a system needs to take log data and store it on disk and,

at the same time, allow a user to process that data using an online database package, a

single tasking operating system would need everything to be integrated. With a

multitasking operating system, the data logging task can run at the same time as the
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database. Data can be passed between each element by a common file on disk, and neither

task need have any direct knowledge of the other. With a single tasking system, it is likely

that the database program would have to be written from scratch. With the multitasking

system, a commercially available program can be used, and the logging software interfaced

to it. These restrictions forced many applications to interface directly with the hardware

and therefore lose the hardware independence that the operating system offered. Such

software would need extensive modifications to port it to another configuration.

1.3 WHATIS MULTITASKING?

On a typical microcontroller [1] the CPUusually performs only one task at a time and when

that task is completed the next task can start. This is how the processor performs

operations in a typical real-time application. Most complex processors are designed to

operate in a multi-taskingmanner (e.g. a PC) where the processor can execute a number of

tasks concurrently.

Multitasking is, on single-processor machines, implemented by letting the running process
own the CPU for a while (a timeslice) and when required gets replaced with another

process, which then owns the CPU. The two most common methods for sharing the CPU

time is either cooperativemultitasking or preemptive multitasking.

Multitasking is the capability of performing many functions in a simultaneous or quasi­

simultaneous manner. State machines and timeslicing are two popular multitasking

methods with long traditions. State mşchines have been used to design complex systems

with high reliability requirements.

In the early ages of the computers, microprocessorsand microcontrollers were designed so

that they can be used in real-time applications. Each processor was designed so that it

could be used in a single standalone application. The advances in electronic engineering

increased the processing power many times and made it possible to design multitasking

real-time applications. In SMP (symmetricMulti Processor systems) this is the case, since

there are several CPU's to execute programs on - in systems with only a single CPU this is
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done by switching execution very rapidly between each program, thus gıvıng the

impression of simultaneous execution. This process is also known as task switching or

timesharing. Practically all modem operating systems have this ability.

A multitasking operating system works by dividing the processor's time into discrete time
•

slots. Each application or task requires a certain number of time slots to complete its

execution. The operating system kernel decides which task can have the next slot, so

instead of a task executing continuously until completion, its execution is interleaved with

other tasks. This sharing of processor time between tasks gives the illusion to each user

that he is the only one using the processor.

Multitasking operating systems are based around a multitasking kernel which controls the

time slicing mechanisms. A time slice is the time period each task has for execution before

it is stopped and replaced during a context switch. This is periodically triggered by a

hardware interrupt from the system timer. This interrupt may provide the system clock and

several interrupts may be executed and counted before a context switch is performed.

When a context switch is performed, the current task is interrupted, the processor's

registers are saved in a special table for that particular task and the task is placed back on

the ready list to await another time slice. Special tables, often called task control blocks

store all the information the system requires about the task, for example its memory usage,

the priority level within the system and the error handling. It is the context informationthat

is switched when one task is replaced by another. The ready list contains all the tasks and

their status and is used by the scheduler to decide which task is allocated the next time

slice.
..

The scheduling algorithm determines the sequence and takes into account a task's priority

and present status. If a task is waiting for an 1/0 call to complete, it will be held in limbo

until the call is complete. Once a task is selected, the processor registers and status at the

time of its last context switch are loaded back into the processor and the processor is

started. The new task carries on as if nothing had happened until the next context switch

takes place.




