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ABSTRACT

The increasing complex nature of today’s power systems coupled with the strain the massive

population growth is exerting on the system has been a major burden for power system

operators and engineers. Typical reactions to these trends include system capacity expansion

and load management. However load management has an added advantage over system

capacity expansion due to its lower monetary cost and environmentally friendly nature.

Amidst the load management measures adopted in recent years, demand management

contracts have become a valued measure necessary for power system operations. In this thesis

soft computing schemes or techniques are deployed for power system analysis and also for

determining demand management contract values. Amidst the many soft computing schemes

available, Artificial Neural Networks (ANN) and Support Vector Machines (SVM) are utilized

in this thesis. The major attraction or advantage soft computing schemes possess is their real

time applicability coupled with fewer computational procedures and short processing times.

Thus a soft computing scheme designed and trained on a specific power system would be

able to give accurate values in real time even with a change in the power system. In this

thesis, different soft computing architectures and topologies are designed and developed and

these schemes are tested on various test power systems. Game Theory’s mechanism design

serves as the benchmark or “target“ for our supervised soft computing models. For one of the

experimental cases, a comparison of soft computing schemes is also drawn with a traditional

least square regression method and obtained results show that soft computing methods are

able to project demand management contracts values with relative accuracy and minimal

computational expenses.

Keywords: Power System, Artificial Neural Networks, Support Vector Machines, Load

Management, Least Square Regression Method, Soft Computing, Game Theory.

ii



Dedicated to my family who have been with me through it all . . .

iii



ACKNOWLEDGMENTS

I would like to begin by thanking the Almighty God who has been my help and the source of

my strength through out the duration of my studies and for always helping me scale through

even though I hardly leap high enough.

I am also indebted to my supervisor Assoc. Prof. Dr. Murat Fahrioglu for his total support

and belief in me in the course of this work. His humane and kind disposition assisted in no

small measure to the successful completion of this thesis.

I am grateful to Assist. Prof. Dr. Husseyin Sevay and Assist. Prof. Dr. Ali Serener for the

never failing support, encouragement and assistance especially with the Latex end of the

thesis and would also like to thank Prof. Dr. Adnan Khashman who introduced me to the

world of soft computing,

I would like to thank ’Emengu’ for the joyous times we spent and Vitalis and Simeon for their

support.

Lastly and by no means the least i would want to thank my family for their unwavering belief

in me and for their financial, moral and other kinds of support in ways impossible to

enumerate.

iv



CONTENTS

DECLARATION i

ABSTRACT ii

DEDICATION iii

ACKNOWLEDGMENTS iv

CONTENTS v

LIST OF TABLES viii

LIST OF FIGURES ix

LIST OF ABBREVIATIONS x

1 INTRODUCTION 1

1.1 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1

1.2 Contribution . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2

1.3 Thesis Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3

2 REVIEW OF DEMAND MANAGEMENT PROGRAMS 4

2.1 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4

2.2 Demand Management Programs . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4

2.2.1 Demand Management Programs Using Conventional Schemes . . . . . . 4

2.2.2 Demand Management Programs Using Soft Computing Tools . . . . . . . 6

2.3 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

v



3 SOFT COMPUTING METHODS 8

3.1 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

3.2 Fundamentals of Soft Computing . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

3.3 Artificial Neural Networks (ANN) . . . . . . . . . . . . . . . . . . . . . . . . . . . 10

3.3.1 The Forward Computation . . . . . . . . . . . . . . . . . . . . . . . . . . . 11

3.3.2 The Error Back Propagation Computation . . . . . . . . . . . . . . . . . . . 12

3.3.3 Basic Learning Procedure Using ANN . . . . . . . . . . . . . . . . . . . . . 13

3.4 Support Vector Machines (SVM) . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

3.4.1 Basic Learning Procedure Using SVM . . . . . . . . . . . . . . . . . . . . . 20

3.5 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20

4 DEMAND MANAGEMENT CONTRACT FORMULATIONS 21

4.1 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21

4.2 Introduction to Non Linear Pricing . . . . . . . . . . . . . . . . . . . . . . . . . . . 21

4.2.1 Demand Management Contract Design Using Game Theory . . . . . . . . 24

4.2.2 Power System Sensitivity Analysis . . . . . . . . . . . . . . . . . . . . . . . 28

4.3 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29

5 DEMAND MANAGEMENT CONTRACT FORMULATION US-
ING SOFT COMPUTING SCHEMES 30

5.1 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30

5.2 Input Attributes for Soft Computing Models . . . . . . . . . . . . . . . . . . . . . 30

5.3 Contract Formulations With Single ANN Model . . . . . . . . . . . . . . . . . . . 31

5.3.1 Experiment 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31

5.3.2 Experiment 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36

5.4 Contract Formulations With Double ANN Model . . . . . . . . . . . . . . . . . . 39

5.4.1 Data Pre - Processing . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40

5.4.2 Neural Network Arbitration . . . . . . . . . . . . . . . . . . . . . . . . . . 41

5.4.3 Experimental Results and Implementation . . . . . . . . . . . . . . . . . . 42

5.5 Contract Formulations With SVM . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44

5.6 Contract Formulations With Traditional Regression Approach . . . . . . . . . . . 46

5.7 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47

vi



6 CONCLUSIONS 51

7 FUTURE WORK 53

7.1 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53

7.2 Probable Future Research . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53

7.3 Determining λ Using Support Vector Machines . . . . . . . . . . . . . . . . . . . . 54

7.4 Experimental Analysis and Obtained Results . . . . . . . . . . . . . . . . . . . . . 56

7.5 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56

REFERENCES 60

APPENDICES 61

APPENDIX A Sample LIBSVM Code 62

vii



LIST OF TABLES

5.1 Maximum Value For Each Input Attribute; Used To Normalize The Input Data

Prior To Feeding Into The Neural Network . . . . . . . . . . . . . . . . . . . . . . 34

5.2 Examples Of The Pre- Normalization Input Attributes And Corresponding Con-

tract Values For The First 10 Cases . . . . . . . . . . . . . . . . . . . . . . . . . . . 34

5.3 Output Binary Coding For Load Curtailed . . . . . . . . . . . . . . . . . . . . . . . 35

5.4 Output Binary Coding For Incentive Paid . . . . . . . . . . . . . . . . . . . . . . . 35

5.5 Final Neural Network Parameters for Experiment 1 . . . . . . . . . . . . . . . . . 38

5.6 Final Neural Network Parameters for Experiment 2 . . . . . . . . . . . . . . . . . 39

5.7 Maximum Value For Each Input Attribute; Used To Normalize The Input Data

Prior To Feeding Into The Neural Network . . . . . . . . . . . . . . . . . . . . . . 40

5.8 Examples Of The Pre- Normalization Input Attributes And Corresponding Con-

tract Values For The First 15 Cases . . . . . . . . . . . . . . . . . . . . . . . . . . . 41

5.9 Output Binary Coding For Load Curtailed . . . . . . . . . . . . . . . . . . . . . . . 42

5.10 Output Binary Coding For Incentive Paid . . . . . . . . . . . . . . . . . . . . . . . 44

5.11 Double Neural Network Final Parameters . . . . . . . . . . . . . . . . . . . . . . . 46

5.12 Output Class Interval For Load Curtailed . . . . . . . . . . . . . . . . . . . . . . . 47

5.13 Output Class Interval For Incentive Paid . . . . . . . . . . . . . . . . . . . . . . . . 48

5.14 Double SVM Model Final Parameters . . . . . . . . . . . . . . . . . . . . . . . . . 49

5.15 Parameters of the Least Square Regression Model for Load Curtailed . . . . . . . 49

5.16 Error Values and other parameters of the least square regression model for load

curtailed (kW) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49

5.17 Parameters of the Least Square Regression Model for Incentive Paid . . . . . . . . 50

5.18 Error Values and other parameters of the least square regression model for in-

centive paid ($) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50

viii



LIST OF FIGURES

3.1 A Typical Neural Network Architecture . . . . . . . . . . . . . . . . . . . . . . . . 11

3.2 Examples of different kinds of classifiers on a linearly separable dataset. (Wikipedia,

2010) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17

3.3 Graphical representation of Kernel Utilization for Non linearly separable data.

(Wikipedia, 2010) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19

4.1 Marginal benefit for two customer types. . . . . . . . . . . . . . . . . . . . . . . . 22

4.2 Total benefit, cost to producer and consumption levels for two customer types. . 23

4.3 Designed Contracts . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26

4.4 Normalized incentive function vs θ. . . . . . . . . . . . . . . . . . . . . . . . . . . 27

5.1 The IEEE 9 Bus Test System . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32

5.2 The Single Demand Management Contract Artificial Neural Network Architecture 36

5.3 Mean Square Error vs Iteration Graph for Experiment 1 . . . . . . . . . . . . . . . 37

5.4 The IEEE 14 Bus Test System . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37

5.5 The Double Demand Management Contract Neural Network Architecture . . . . 43

5.6 Mean Square Error vs Iteration Graph for NN1 . . . . . . . . . . . . . . . . . . . . 43

5.7 Mean Square Error vs Iteration Graph for NN2 . . . . . . . . . . . . . . . . . . . . 45

7.1 The IEEE 57 Bus Test System . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55

ix



LIST OF ABBREVIATIONS

ANN Artificial Neural Networks

SVM Support Vector Machines

PSO Particle Swarm Optimization

GA Genetic Algorithms

ISO Independent System Operator

IEEE Institute of Electrical and Electronics Engineers

DSM Demand Side Management

DG Distributed Generation

OPF Optimal Power Flow

LMP Locational Marginal Price

LBMP Locational Based Marginal Price

x



CHAPTER 1

INTRODUCTION

1.1 Overview

The ever increasing demand for electrical energy has put an upward pressure on energy

serving utilities to seek for ways to increase energy supply. The major disadvantage of

increasing energy generation capacity however lies in the fact that it usually involves massive

capital investment with a commensurate increase in environmental hazards. It has therefore

become imperative in recent years for electrical utilities to determine ways of satisfying

consumers energy demand and doing so in an environmentally friendly fashion. Whilst

satisfying the increasing demand levels, energy serving utilities or the Independent System

Operator (ISO) also have to seek for ways of preserving and improving system security and

easing transmission line bottlenecks. One of such ways is through demand management

programs. Demand side management or demand management programs attempt to control

and curtail a customers demand for electrical energy. Typically these programs are applied in

time of power system stress or when the security of the power system is being threatened.

Application ranges of demand management programs are either system wide or at specific

problem prone spots on the electrical grid. Influencing and controlling a customers demand

for electricity can be achieved either by peak clipping, valley filling, load shifting, strategic

conservation, strategic load growth and flexible load shape (Gellings, 1985). In recent years

demand management contracts have been introduced. A contract is defined as an agreement

between utility and customer wherein the customer agrees to willingly shed load and in

return receive monetary compensation. It should be noted that the monetary benefit might be

in form of cash payments or reduced electricity tariffs and the customer might be willing to

shed all of his load or have a limit to load shed. A crucial requirement for the successful

implementation of demand management contracts is voluntary customer participation and to

obtain voluntary customer participation, demand management contracts utilize some form of

incentives or enticement hence they are also known as incentive compatible contracts (IEC).
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Furthermore to efficiently design incentive compatible contracts it is necessary for the utility

to accurately estimate customers outage costs as the incentive offered by the utility as a matter

of necessity needs to be greater than the cost of interruption whilst simultaneously remaining

profitable for the utility. This is a difficult task and Game theory’s mechanism design has

hitherto been used in designing optimal demand management contracts. There is still

however a major need for a system that designs optimal demand management contracts with

minimal computational complexity and faster processing times. Furthermore real time

applicability is a major issue as there is the need for a system that can accurately project

optimal contract values in real time as power system parameters change. This thesis posits

that soft computing schemes can solve some of the inherent problems in present day demand

management contract formulations and presents two prominent soft computing schemes :

Artificial Neural Networks (ANN) and Support Vector Machines (SVM) for the design of

optimal demand management contracts. In this thesis different topologies and configurations

of ANN and SVM models are investigated and proposed. The objectives and contributions of

this thesis can be summarized as shown in the next section.

1.2 Contribution

• The design and implementation of an Artificial Neural Network (ANN) based system

for determining optimal demand management contract values. The developed system is

capable of real time determination of optimal demand management contract values (real

time processing) and has been tested on different IEEE test power systems.

• The design and implementation of a Support Vector Machine (SVM) based model for

projecting optimal demand management contract values. The SVM system is also

capable of real time processing with minimal computational and time overheads and is

also implemented on an IEEE test power system.

• The investigation of different novel ANN and SVM topologies/ architectures that

employ parallel processing in their design and implementation.

• The suggestion of 9 soft computing compatible input attributes for determining optimal

demand management contract values. The input attributes suggested are representative

of both engineering and economic factors since demand management programs have

2



both technical and economic considerations. Factoring both technical and economic

indices into contract formulation makes for more accurate contract values

• Employing a novel output binary coding approach for the neural networks output.

Instead of training the neural network with exact contract values, we employ binary

coding for the neural model’s output. Coding the output into binary values increases the

synaptic weights at the neural network’s output layer, thus improving the networks

learning. The measure also has an added advantage as it adds flexibility to the neural

model.

1.3 Thesis Overview

The remaining chapters of this thesis are organized as follows:

• Chapter 2 reviews the latest research in demand management programs in general with a

specific focus on the few designed with soft computing tools.

• Chapter 3 reviews and describes the two soft computing schemes used in this thesis. The

algorithms and their computational representations are presented.

• Chapter 4 introduces optimal demand management contract design using Game theory’s

mechanism design which serves as the target or teacher for both developed soft

computing schemes.

• Chapter 5 presents the design of optimal demand management contracts using Artificial

Neural Networks (ANN) and Support Vector Machines (SVM). An investigation is also

provided into differing topologies and architectures. Also a comparison is provided

with a traditional regression approach.

• Chapter 6 concludes the thesis.

• Chapter 7 presents the probable future development of the thesis

3



CHAPTER 2

REVIEW OF DEMAND MANAGEMENT PROGRAMS

2.1 Overview

Demand management programs attempt to influence and control a customers demand for

electricity and can be achieved either by peak clipping, valley filling, load shifting, strategic

conservation, strategic load growth and flexible load shape (Gellings, 1985). In this chapter a

review is presented of prior demand management programs.

2.2 Demand Management Programs

Demand management programs are also known as demand response programs and have two

major variants. There are incentive based programs and time based programs. Majority of the

published works in the literature focus and utilize incentive based programs and for obvious

reasons too. This is because in order to attract voluntary customer participation incentive

based programs are preferred over time based programs. There exists a plethora of carefully

designed demand management programs and schemes both in the academia and in industry

and a brief literature review of some schemes is briefly provided :

2.2.1 Demand Management Programs Using Conventional Schemes

In (Aalami et al., 2010)the authors design two incentive based demand management

programs. The designed programs are Interruptible/Curtail-able Services (I/C) and capacity

market programs (CAP). For the design of these programs, the principle used is the price

elasticity of demand and customer benefit function. The authors also incorporate penalties

into the program formulation for customers who fail to respond to requests for load

reduction. To indicate the suitability of the designed model, performance tests with

encouraging results were performed on the Iranian power system. In (Lee and Yik, 2002)

another incentive based demand management program is designed. Of particular interest to

the authors of this work is the incentive (rebate) offered. Their designed rebate system is built
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first by developing a performance curve. The performance curve actually models the

relationship between the cost effectiveness and long-term benefits of different energy efficient

demand management measures for commercial buildings in Hong Kong. A fundamental

premise of the proposed rebate is that the adoption of extra measures by the customer should

lead to a higher incentive or rebate which would lead to a diminished marginal rate of return.

In a recent work (Paulus and Borggrefe, 2011) a comparison was made between different

energy intensive industrial processes in Germany and the degree to which demand

management programs for these industrial processes can provide tertiary reserve capacity.

The economic and technical benefits of these industry process specific demand management

programs are investigated to year 2030, a period Germany is expected to embrace renewable

based electricity markets. Simulation results obtained indicate that demand management

programs tailored to specific energy intensive industrial processes can provide approximately

50% of capacity reserves for the positive tertiary balancing market in year 2020. In another

recent work (Moura and de Almeida, 2010) a study was conducted to determine the role

demand management programs can play to ease the grid integration of wind power in

Portugal. Due to the unpredictability and intermittent nature of wind power, its availability

cannot be constantly guaranteed. Therefore if wind power is to be integrated into the grid,

electrical utilities have to devise ways to efficiently match wind power availability to

customer demand via demand management programs. In this work, the authors drew a

comparison between the adoption of demand management measures and business as usual

(BAU) measures in Portugal. Results of the study found out that applying demand

management measures in Portugal can reduce the peak load demand by 17.4% in 2020.

Recently in (Saffre and Gedge, 2010) a simulation was made on the feasibility of an efficient

DSM strategy for smart grids. In this work the authors basically investigated the computing

requirements for setting up such a system and the potential benefits accrueable. Furthermore

they attempt to find the balance between efficiency and communication intensity in the

network. It was discovered that DSM can be applied on a large scale in smart grid based

system with manageable computational and communication overheads. In another recent

work (Imbert et al., 2010) DSM amidst other system management approaches was applied to

the Alpes Maritimes geographical region in Southern France. The authors also sought to

determine the particular input data with the most effect on results. In other words input
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sensitivity is computed. Two methods were used to compute input sensitivity: Monte Carlo

analysis and percentage variation of base values. These two methods, it was discovered,

obtained the optimum level of data necessary for efficient and accurate outputs. In (Fahrioglu

et al., 2009)a system was designed where Distributed Generation (DG) complements demand

management schemes. Economic analysis obtained in (Fahrioglu et al., 2009) indicate that

utilities need not restrict themselves solely to demand management programs but can

complement existing demand management schemes with distributed generation.

2.2.2 Demand Management Programs Using Soft Computing Tools

Soft computing schemes like Artificial Neural Networks (ANN) have also been used to design

demand management programs. An example is in (Atwa et al., 2007) where the authors

design a DSM strategy using an Elman artificial neural network that shifts the peak of the

average residential electrical water heater power demand profile from periods of high

demand to off peak periods. This strategy is structured by grouping water heaters in close

proximity together into blocks and creating individual neural networks for each block.

Conventional neural networks are ill suited for this type of problem since in this case the

patterns vary over time; therefore the authors propose a dynamic neural network because of

its temporal processing capabilities. Thus they make use of an Elman neural network.

Simulation results show that each household would save $0.173259 per day per house if the

network is deployed. Another example is in (Ravi et al., 2008) where a DSM strategy utilizing

neural networks was proposed for an industry in India. Amidst the many DSM techniques

proposed like End use equipment control, Load priority technique, peak clipping, valley

filling and differential tariffs, Load priority technique was the DSM strategy settled upon The

results obtained indicate that applying DSM strategies resulted in a reduction of electricity

demand by 47.44kVA. A host of other approaches have also been used to design demand

management programs. These include Particle Swarm Optimization (PSO) applied in Taiwan

(Chen et al., 2009), Game theory (Fahrioglu and Alvarado, 2000) Genetic Algorithms (GA) and

Monte Carlo stochastic simulation in (Wang, 2010), System dynamics in (Yang et al., 2006) and

Market clearing based options (Zhang et al., 2005) to mention but a few.

It is obvious in light of prior works that demand management programs are useful for electric

utilities and consumers alike. Both electric utilities and customers stand to benefit from the
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adoption of demand management programs. Despite their demonstrated success, a major

factor still hindering the widespread application of demand management programs is the

complexity of many demand management contract schemes. Many advanced and

computationally expensive schemes have been used to design demand management contracts

like System dynamics in (Yang et al., 2006),Market clearing based options (Zhang et al., 2005),

Monte carlo analysis (Zhang et al., 2005), (Imbert et al., 2010) that hinder them from being

deployed in real time. There is the need for systems that can be deployed in real time without

a compromise on accuracy. Furthermore although soft computing tools like ANN (Ravi et al.,

2008). PSO (Chen et al., 2009) ,GA (Wang, 2010) and others have been used in designing

various demand management programs, there has not been any attempt to develop demand

management contract formulations using soft computing tools and in this thesis we present

an application of various soft computing platforms for this task.

2.3 Summary

In this chapter, a brief review of demand management programs is provided and their

practical applications in the literature. It is obvious that demand management programs are a

practical and useful tool for any power system as it is beneficial both to the utility and

customers and also has obvious environmental advantages. In the next chapter soft

computing schemes are introduced and the process of data manipulation is described in detail.
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CHAPTER 3

SOFT COMPUTING METHODS

3.1 Overview

Soft computing techniques are becoming increasingly applied in a wide range of fields and

research areas. In this chapter a brief introduction to soft computing schemes is provided. The

two soft computing schemes utilized in this work : Artificial Neural Networks (ANN) and

Support Vector Machines (SVM) are introduced and a detailed presentation of their

computational procedures is provided.

3.2 Fundamentals of Soft Computing

The most concise definition of soft computing is that provided in (Li et al., 1998) which states

that : ”Every computing process that purposely includes imprecision into the calculation on

one or more levels and allows this imprecision either to change (decrease) the granularity of

the problem, or to ”soften” the goal of optimization at some stage, is defined as to belonging

to the field of soft computing”

The viewpoint that we will consider here (and which we will adopt in future) is another way

of defining soft computing, whereby it is considered to be the antithesis of what we might call

hard computing. Soft computing could therefore be seen as a series of techniques and

methods so that real practical situations could be dealt with in the same way as humans deal

with them, i.e. on the basis of intelligence, common sense, consideration of analogies,

approaches, etc. In this sense, soft computing is a family of problem-resolution methods

headed by approximate reasoning and functional and optimization approximation methods,

including search methods. Soft computing is therefore the theoretical basis for the area of

intelligent systems and it is evident that the difference between the area of artificial

intelligence and that of intelligent systems is that the first is based on hard computing and the

second on soft computing.

Soft computing is a research area in the computer science field which utilizes inexact solutions
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to computationally difficult problems. The major difference between soft computing tools and

hard computing techniques is that hard computing schemes on the one hand attempt to

obtain exact solutions and ’full truth’ while soft computing schemes thrive in regions of

imprecision, uncertainty and ’partial truth’. A further difference between soft computing

techniques and regular computing or ’hard computing’ is that inductive reasoning is utilized

more frequently in soft computing schemes than in hard computing. Generally speaking, soft

computing techniques resemble biological processes more closely than traditional techniques

Earlier computational approaches could model and precisely analyse only relatively simple

systems. More complex systems often remained intractable to conventional mathematical and

analytical methods. Soft computing deals with imprecision, uncertainty, partial truth, and

approximation to achieve tractability, robustness and low solution cost. The basic building

blocks or components of soft computing are :

• Neural Networks

• Fuzzy Logic

• Evolutionary Computation

• Machine Learning

• Probabilistic Reasoning

A number of other soft computing schemes exist but they do not clearly fall under the afore

mentioned blocks. Other major soft computing schemes are :

• Support Vector Machines

• Bayesian Networks

• Wavelets

• Fractals

• Chaos Theory

There is no hard and fast rule that would classify any single technique under soft-computing.

However, there are some characteristics of soft-computing techniques which, taken together,

serve to sketch the boundaries of the field.
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Soft-computing, as opposed to hard computing, is rarely prescriptive in its solution to a

problem. Solutions are not programmed for each and every possible situation. Instead, the

problem or task at hand is represented in such a way that the state of the system can somehow

be measured and compared to some desired state. The quality of the systems state is the basis

for adapting the systems parameters, which slowly converge towards the solution.

3.3 Artificial Neural Networks (ANN)

Though no formal consensus exists among scientists about the definition of Artificial Neural

Networks (ANN) one can say with certainty that it is modelled after the biological neural

network in humans. The biological neural network in its simplest form can be defined as a set

of interconnected neurons. Artificial Neural networks are therefore mathematical models that

attempt to emulate the human biological neural system’s structure and function. An artificial

neural network typically consists of the following components:

• Input layer

• Output layer

• Hidden layer(s)

• Synaptic weights

Where each layer consists of a minimum of one neuron. Figure 3.1 shows the basic

architecture of an artificial neural network.

A critical component of artificial neural networks is it’s learning algorithm. Simply put an

ANN’s learning algorithm are explicitly defined and logical rules for network training. There

exist many learning algorithms for neural networks all depending on the type of learning the

network utilizes. Generally the mode of learning for the network determines the algorithm

used. Learning in a neural network is of a wide variety and can be broadly summarized into

the following classes:

• Supervised Learning: Synonymous to learning with a teacher. Here the network is

presented with the desired output and it is the job of the network to find a way to

process the given inputs to arrive at the desired output. Another name for supervised

learning is error correction learning
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Figure 3.1: A Typical Neural Network Architecture

• Unsupervised Learning: Synonymous to learning without a teacher. The network is only

given inputs and is left to generate its outputs.

• Semi- Supervised learning: This is a combination of both supervised and unsupervised

learning.

The most popular learning algorithm is the back propagation learning algorithm and it is a

supervised learner. It is the learning algorithm applied in this work. There are two sets of

computations when applying the back propagation learning algorithm and they are briefly

described below:

3.3.1 The Forward Computation

The back propagation algorithm is applied to each individual neuron in the neural network. A

description is provided of the computations at each layer:

• INPUT LAYER (i): The input layer is not a processing layer, thus the output at each

input layer neuron equals it’s input

InputLayer′sOutput = OiequalsInputLayer
′sInput = Ii. (3.1)

• HIDDEN LAYER (h): The total input presented to a neuron at the hidden layer equals
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the sum of the product of all outputs of the input layer neurons and their weights.

HiddenLayer′sInput = Ih =
∑
i

WhiOi. (3.2)

The output of a neuron at the hidden layer is obtained via the sigmoid function given

below:

HiddenLayer′sOutput = Oh =
1

1 + exp(−Ih)
(3.3)

• OUTPUT LAYER (j): The total input presented to a neuron at the output layer equals the

sum of the product of all outputs of the hidden layer neurons and their weights.

OutputLayer′sInput = Ij =
∑
h

WjhOh. (3.4)

The output of a neuron at the output layer like the hidden layer is similarly obtained via

the sigmoid function given below:

OutputLayer′sOutput = Oj =
1

1 + exp(−Ij)
(3.5)

3.3.2 The Error Back Propagation Computation

The error back propagation computations are only applied in the training phase unlike the

forward computations that are applied in both the training and testing stages. The error back

propagation computation phase like the name implies consists of propagating the calculated

error and simultaneously updating the weights. The error equation is given as:

Ep =

nj∑
j=1

(Tpj −Opj )2 (3.6)

Where Ep is the error for a given pattern.(Subscript p denotes that the value is for a given

pattern) and Tpj is the expected output value a neuron should have popularly called the target

value and Opj is the actual value resulting from the feed forward calculations. The error value

is a measure of how well the training process performs. The aim of any neural network is to

minimize the error value.

There is another important parameter known as the error signal ∆. The error signal for the
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output layer ∆j is defined as

∆j = (Tj −Oj)Oj(1−Oj) (3.7)

While the error signal for the hidden layer ∆h is defined as:

∆h = Oh(1−Oh)

nj∑
j=0

Wjh∆j (3.8)

The ∆ is a very important parameter necessary for weight updates. Other necessary

parameters are the learning coefficient (η) which is the degree of the networks learning ability

and the momentum factor (α) which determines the speed of learning. These three parameters

are highly essential for network learning and weight updates. The equations for updating

network weights are given below: The weights are given random initial values before weight

adjustment begins. Weights adjustment starts at the output layer and propagates backwards

back to the input layer.

• HIDDEN LAYER WEIGHT UPDATE :

Whi(new) = Whi(old) + η∆hOi + α[δWhi(old)] (3.9)

Where δWhi(old) is the previous weight change

• OUTPUT LAYER WEIGHT UPDATE : The output layer weights Wjh are updated using

the following equation:

Wjh(new) = Wjh(old) + η∆jOh + α[δWjh(old)] (3.10)

Where δWjh(old) is the previous weight change

3.3.3 Basic Learning Procedure Using ANN

• Employ data pre processing via normalization and appropriate output coding ( In this

thesis all features are normalized to values between 0 - 1 using a novel approach in

(Khashman, 2009) and (Khashman, 2010) )

• Consider a suitable ANN algorithm and activation function
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• Perform network training and error minimization while experimenting with various

network parameters . Iterations are performed till goal error is met or maximum

number of permissible iterations are performed.

• Test the trained ANN model on the testing dataset

Artificial neural networks are usually applied to non-linear problems and have been used in

classification,regression,optimization and pattern recognition tasks. In power systems they

have been applied with a high degree of success in areas like power electronics and drives

(Bhattacharya and Chakraborty, 2011) ,(Kinhal et al., 2011) detecting and locating power

quality disturbance (Weili and Wei, 2009), (Liao et al., 2010) , short term load forecasting

(Chogumaira et al., 2010),(Chu et al., 2011) , recognising fault transients (Perera and

Rajapakse, 2011), and Autoreclosure systems in transmission lines (Zahlay et al., 2011) to

mention but a few. We present a novel application of neural networks to the design of optimal

demand management contracts. In this work we use a single neural network model and also a

double neural network model explained in subsequent chapters. Both neural network

demand management contract design systems are based on the simple and yet efficient back

propagation learning algorithm which gives instantaneous and accurate range of contract

values. There are two major advantages of neural networks for problems of this kind. First is

its suitability for real time deployment as a neural network trained on a particular power

system would be able to give spontaneous demand management contract values as system

parameters change. With present demand management contract schemes, once the system

topology changes new contract values have to be computed. This is not the case with our

neural network based system. Once a neural network is trained on a particular power system,

it has learnt the inherent dynamics present in that system and thus it would be able to project

instantaneous contract values even with a change in system topology. Secondly deploying

neural networks for this task has the added advantage of minimizing computational

complexity and reducing time costs. In (Saffre and Gedge, 2010) it was discovered that

applying demand management programs also involves a significant amount of computation

and communication overheads which might hamper the optimality of most programmes.

There is thus the need for efficient demand management programs with high optimality and

accuracy and also with minimal computational and time costs. Neural network based systems

can provide this. Since the learning algorithm applied in this work is the back propagation
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learning algorithm which is a supervised learner, there is need for a “teacher“ or target to

benchmark the results obtained and we use game theory from mechanism design for this.

Mechanism design (Fudenberg and Tirole, 1991) allows the utility with no information about

its consumers decide how much to buy from its customers and the right price. The

mechanism makes sure that the utility maximizes its benefit and at the same time ensures

customers compensation attracts them to participate voluntary. In the next section, support

vector machines another soft computing scheme is introduced.

3.4 Support Vector Machines (SVM)

Support Vector Machines (SVM) is one of the newest branches in soft computing. SVMs are

supervised learners founded upon the principle of statistical learning. Unlike Neural

Networks and other supervised learning tools, Support Vectors have the advantage of

reducing the problems of over-fitting or local minima prevalent in Neural Networks. This is

because learning in SVM is based on the structural risk minimization principle whereas in

neural networks learning is based on the empirical risk minimization principle (Vapnik, 2000).

SVM for the case of non linearly separable data works by non-linearly mapping the inner

product of a feature space to the original space with the aid a kernel. When training in SVM,

the solution of SVM is unique globally, and it is only dependent on a small subset of training

data points which are referred to as support vectors. SVM is capable of learning in

high-dimensional spaces with a small number of training examples and has high

generalization ability.

There are two types of datasets where SVM classifiers can be successfully applied (Forsyth

and Ponce, 2003).

• Linearly Separable Datasets

• Non Linearly Separable Datasets

For the second type of datasets (Non Linearly Separable Datasets), the ”kernel trick” is very

often used. Kernels are useful for mapping vector instances in a set unto a higher dimensional

space. This is useful for cases when the original data instance hyperplane doesn’t provide

good classification results and thus requires a decision boundary with a more complex

geometry (Forsyth and Ponce, 2003).
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The computations for SVM (Forsyth and Ponce, 2003) are given below:

Suppose that we have a training set of N examples

[(x1, y1)........(xN , yN )] (3.11)

where y1 is either 1 or -1

In a linearly separable problem, there are values of w and b such that

yi(w.xi + b) > 0 (3.12)

where w and b represent a hyperplane.

This can be formatted as a dual optimization problem where the aim is to maximize

N∑
i

αi −
1

2

N∑
i,j=1

αi(yiyjxi.xj)αj (3.13)

subject to

αi ≥ 0 (3.14)

and
N∑
i=1

αiyi = 0 (3.15)

where αi is a Lagrangian multiplier introduced to ease the maximization problem. It is

possible to determine w and it is given as

w =
N∑
1

αiyixi (3.16)

Any point xi where αi is non zero gives the following relation.

yi(w.xi + b) = 1 (3.17)

and we can then determine the value of b.

New data points are classified as

f(x) = sign(w.x+ b) (3.18)
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which becomes

sign((

N∑
1

αiyix.xi) + b) (3.19)

and can be rewritten as

sign(
N∑
1

(αiyix.xi + b)) (3.20)

Figure 3.2 shows an example of three different classifiers. It is obvious that classifier (line H3)

doesnt separate the two classes, classifier (line H1) does, but the margin is not optimal.

Classifier (line H2) presents the best results as it is at the maximum margin or exactly

equidistant from the two patterns.

Figure 3.2: Examples of different kinds of classifiers on a linearly separable dataset. (Wikipedia,
2010)

Equation (3.20) provides an expression for a linearly separable dataset. However there might

be a dataset that is not linearly separable and thus we need to map the feature vectors into a

17



new space and look for hyperplanes in the new space. Now suppose from equation (3.20) we

introduce a map for x and xi where φ(x)=x and φ(xi)=xi. Equation (3.20) becomes

sign(
N∑
1

(αiyiφ(x).φ(xi) + b)) (3.21)

Lets assume that there is some function k(x, y) positive for the paired x, y. It is possible to

equate function k(x, y) to φ(x).φ(y). Thus instead of determining φ we determine an easier

k(x, y) and replace φ.

The optimisation problem then becomes

N∑
i

αi −
1

2

N∑
i,j=1

αi(yiyjk(xi, xj))αj (3.22)

subject to

αi ≥ 0 (3.23)

and
N∑
i=1

αiyi = 0 (3.24)

and the decision classification function (classifier) is

sign(
N∑
1

(αiyik(x, xi) + b)) (3.25)

k(x, y) is known as the kernel and it is only required that k(x, y) be greater than zero for all

values of x and y.

Figure 3.3 shows a graphical representation of kernel utilization and how it maps vector

instances in a set unto a higher dimensional space There are four basic kernel types presently

in use with SVM and they are given below:

• Linear Kernel

• Polynomial Kernel

• Radial Basis Function Kernel (RBF)

• Sigmoid Kernel
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Figure 3.3: Graphical representation of Kernel Utilization for Non linearly separable data.
(Wikipedia, 2010)

Any time an SVM model is developed in this thesis, it is the RBF Kernel used and the LIBSVM

package (Chang and Lin, 2001) is used for implementation of SVM learning.

The equation for the RBF kernel is given by:

K(x, y) = exp(−γ||x− y||2), γ > 0 (3.26)

The major reason why we use the RBF kernel is because it has fewer numerical difficulties,

possesses less hyper-parameters than other kernels and its ability to handle cases when the

relationship between class labels and attributes is highly non-linear. To control generalization

capability of SVM, the RBF kernel has two parameters: Gamma (γ) and C (cost parameter of

the error term). Both C and γ should be greater than zero.

It should be noted that ANN also has two similar parameters that control generalization and

also should be greater than zero. They have been defined earlier as (η) which is the degree of

the networks learning ability and the momentum factor (α) which determines the speed of
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learning.

In order to search for suitable parameters (C and γ) for our RBF kernel we perform a

parameter search using cross validation specifically the v-fold cross validation method. The

cross-validation procedure is a technique used to avoid the over fitting problem. In v-fold

cross-validation, we first divide the training set into v subsets all with equal size. Sequentially

one subset is tested using the SVM classifier trained on the remaining (v-1) subsets.

Cross-validation accuracy is the percentage of data which are correctly classified. The

parameters which produce the best cross validation accuracy are saved and then used to train

the SVM learner. The saved model is then used on the out of sample data (testing set).

Throughout the remainder of this work v=5.

3.4.1 Basic Learning Procedure Using SVM

• Pre-process your data by scaling ( In this thesis all features are scaled to values between

0 - 1 using a novel approach in (Khashman, 2009) and (Khashman, 2010) )

• Consider a suitable kernel (either RBF, sigmoid, polynomial or linear)

• Obtain the best parameters by cross validation ( Best C and γ)

• Test the trained SVM model on the testing dataset

3.5 Summary

In this chapter soft computing as a major computational tool was introduced and its use in

solving computationally difficult problems not suited for traditional or hard computing was

highlighted. Moreover a detailed presentation of the theory and procedural implementation

of two prominent soft computing schemes : Artificial Neural Networks and Support Vector

Machines was described. Finally different reasons were adduced for applying soft computing

schemes to power system operations. In the next section Game theory’s mechanism design

which serves as the teacher for the developed soft computing schemes is introduced and

explained in detail.
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CHAPTER 4

DEMAND MANAGEMENT CONTRACT FORMULATIONS

4.1 Overview

Game Theory’s mechanism design serves as the target or teacher to the proposed soft

computing demand management schemes. This means that results obtained from the different

soft computing schemes are bench marked against results obtained from game theory in order

to determine accuracy rates of the developed systems. In this chapter a brief review of

demand management contract formulations using game theory is provided (reproduced with

permission from (Fahrioglu and Alvarado, 2000)) and the general non linear nature of demand

management contracts is presented. This chapter essentially reviews the formulations derived

in (Fahrioglu and Alvarado, 2000) which is necessary to provide a backdrop for the soft

computing formulations presented in subsequent chapters. It should be noted that the non

linearity of demand management contracts make it suitable for soft computing tools.

4.2 Introduction to Non Linear Pricing

We begin with the assumption that the valuation of electricity by a consumer follows a

declining marginal benefit and that the declining marginal benefit is a function of energy

consumed (denoted by q). The marginal benefit can therefore be represented by the following

equation :

b(q) = θ(b0 − sq) (4.1)

Where θ can be said to be a parametric quantity depending on the customer and is scaled to

the 0 : 1 interval i.e. 0 < θ < 1. It can also be defined as the customer type. Furthermore b0

represents the value of the first unit of electricity consumed and s represents how the

marginal value of additional electricity consumed declines. The marginal benefit function for

b0 = 1, s = 1 and two values of θ is shown in Figure 4.1

The integral of this marginal benefit gives us the total benefit B. The total benefit for the
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marginal benefit function described above is given by the following equation:

B(θ, q) = θb0q −
1

2
sθq2 (4.2)

and the total benefit curves for each of the two customer types is given in Figure 4.2.
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Figure 4.1: Marginal benefit for two customer types.

We assume that c is the cost (per hour) of producing electricity under a particular set of

conditions. Furthermore we assume that the electrical utility considers only two kinds of

customers it is desirous of selling electrical power to : A small customer it desires to sell

quantity q and a large customer it is willing to sell quantity q̄. q and q̄ at this stage is yet to be

determined and (q < q̄). The production cost for q is cq and likewise the production cost for q̄

is cq̄. Figure 4.2 shows the straight line defining these production costs. To sell at a profit, the

electrical utility has to select price/quantity points on or above this line. If C1 is the chosen

price for quantity q and C2 is the selected selling price for quantity q̄ (shown in Figure 4.2). It

is obvious that the utility would only be able to sell to the small customer if B(θ, q) ≥ C1 and

would also only be able to sell to the large customer if B(θ̄, q̄) ≥ C2. This is visible from the

figure and this condition is known as the rationality constraint.
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Figure 4.2: Total benefit, cost to producer and consumption levels for two customer types.

There is also another constraint although not as obvious as the first: Assuming the utility

always charges prices that are close to B(θ̄, q), the small consumer would thus be unable to

use power as offering him power would mean the utility would operate at a loss. Lets assume

that there is a minimum of one price/quantity offering that equals or is below curve B(θ, q)

(but above cq). This price condition is actually met with the (C1, q) offering. Suppose the large

consumer chose a little amount of consumption (q) the segment S1 represents its total benefit

as shown in Figure 4.2. Conversely, if the consumer were to choose the large amount (q̄), its

net benefit is represented by segment S2. It is therefore logical in the light of the above to

assume that if the large customer’s benefit is greater when it consumes less (i.e. if S1 > S2), it

is actually going to consume less. However this scenario is not favourable to the utility as it

leads to highly sub optimal conditions. Pricing should therefore be structured in a way such

that S1 ≤ S2 for the larger customer. This condition can be termed the incentive compatibility

condition. Figure 4.2 shows an instance that violates this condition which in turn tempts the

customer/consumer to be dishonest or “lie”. It can be proved mathematically that the

conditions for optimality demand that the rationality condition determine the lower

consumption/price point whilst the incentive compatibility condition determine the upper
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price point.

In the event that there was only the large customer in the system, optimality is achieved when
dB(θ̄, q)

dq
= c and in the event that there was only the small customer optimality is also

achieved when
dB(θ, q)

dq
= c. Mechanism design is the preferred tool used to design optimal

pricing structures whenever there is a cluster of different customers and there is uncertainty in

the cluster.

4.2.1 Demand Management Contract Design Using Game Theory

It is obvious that the cost of curtailing power to a customer is dependent on the customer and

the amount curtailed. Let’s assume that the cost c(θ, x) of curtailing x MW from a customer of

type θ is:

c(θ, x) = K1x
2 +K2x−K2xθ. (4.3)

Where θ denotes the customer type (a continuous variable). The −K2xθ term enables different

values of θ to give different values of ∂c/∂x (Customer’s marginal cost). It should be pointed

out that as θ increases the marginal cost decreases meaning that θ is used to differentiate

customers willingness to shed load from the “least willing” to the “most willing”. It is obvious

from equation (4.3) that the customer with the lowest value of θ has the highest marginal cost

which implies the lowest marginal benefit. Thus θ serves as a yardstick for ranking the

willingness of customer’s to curtail load.

For the sake of our analysis, we assume that the values of K1 and K2 are 1/2 and 1

respectively. It should be noted that this assumption does not significantly affect our analysis

as it is just equivalent to scaling. It is obvious that curtailment is valued differently by

customers of different types. The customers interruption cost is given by equation (4.3),

however the utility does not know the value of θ in this equation.

There are two other possibilities about the probability distribution of θ (denoted by f(θ)) They

are:

• The whole mix of customer types can be represented by varying θ from 0 to 1. It can also

be assumed that the values of θ are random and uniformly distributed in the [0, 1] range,

meaning that there is an even chance that the customer will assume one of the customer

types.
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• θ values are discrete and these values have probabilities that are presumed. The simplest

representation of this assumption is θ having two discrete values.

θ’s value is only known to the customer and not the utility. Moreover the probability

distributions of θ are subjective and it is not necessary for the utility to know the exact values

of the probabilities of θ. The utility then has to derive an incentive function y(x) in view of her

estimate of customer types. The incentive function obtained details how much incentive the

utility is prepared to pay willing customers for specific amounts of load curtailed.

The role of the customers is to examine the incentive function offered by the utility and then

choose on their own volition the amount of load they are willing to curtail. For customers to

embrace demand management programs willingly they have to see a net positive benefit

accruing to them from program participation. A customers benefit function is given as:

V1(θ, x, y) = y − 1

2
x2 − x+ θx. (4.4)

A net positive benefit implies that V1 ≥ 0 and this is imperative to ensure willing customer

participation.

When the power system is stressed, it can become costly for the utility to deliver electric

power to certain customers. The electric utility can therefore calculate how much it would cost

to not deliver electric power to a certain location. This value represented as λ is termed the

value of “power interruptibility” and it can be determined from optimal power flow

procedures (Huneault and Galiana, 1991; Dommel and Tinney, 1968). A further important use

of λ is enabling the utility determine its own benefit function when a specific customer

curtails power. The utility’s benefit function is given as:

V2(θ, x, λ) = λx(θ)− y(θ) (4.5)

λ is the ($/MW) value of power not delivered to a location/customer. The utility’s aim is to

maximize its benefit function

max
x,y

∫ 1

0
[λx(θ)− y(θ)]f(θ)dθ (4.6)
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such that,

y(θ)− 1

2
x2(θ)− x(θ) + θx(θ) ≥ 0 (4.7)

y(θ)− 1

2
x2(θ)− x(θ) + θx(θ) ≥

y(θ̂)− 1

2
x2(θ̂)− x(θ̂) + θx(θ̂)

(4.8)

where θ̂ is an incorrectly reported customer type. The utility’s benefit function is maximized

in such a way that the customers are bound to choose their true type. There are two

constraints inherent in this maximization problem. There is the individual rationality constraint

(constraint (4.7)) which ensures that every customer is “tempted“ to participate and the

incentive compatibility constraint (constraint (4.8)) which compels customers to report their

actual θ. Mechanism design’s revelation principle in reference (Fudenberg and Tirole, 1991)

provides a platform for solving this maximization problem and it gives the following results:
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Figure 4.3: Designed Contracts
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x(θ) =

 0 if 0 ≤ θ < 1− λ
2

2θ + λ− 2 if 1− λ
2 ≤ θ ≤ 1

(4.9)

y(θ) =


0 if 0 ≤ θ < 1− λ

2

θ2 − 2θ + 2θλ

+3
4λ

2 − 2λ+ 1 if 1− λ
2 ≤ θ ≤ 1

(4.10)

Equations (4.9) and (4.10) provides a definition of the demand management contracts to be

offered to customers. A graph of the demand management contract values is shown in figure

4.3 which shows the utility’s offered incentive as a function of the customer’s load curtailed

for a given value of λ. Figure 4.4 shows how the incentive offered varies as λ varies. As λ
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Figure 4.4: Normalized incentive function vs θ.

changes, it affects the number of participating customers. It is obvious from figure 4.4 that the

incentive offered to customers is highly dependent on λ and this means that the utility would

really seek to entice customers who have high λ’s and thus are at costly locations to

participate in the demand management programs. θ’s role on the other hand represents the

customer type which further determines their interruption costs.
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4.2.2 Power System Sensitivity Analysis

To determine the value of interruptible power for the electric utility, sensitivity analysis is

used. In (Greene et al., 1997), the sensitivity of the loading margin of a power system with

respect to arbitrary parameters is computed. If we assume that loads are the parameters, one

can compute the sensitivity of the loading margin with respect to individual loads. Let :

f(x, γ, p) = 0 (4.11)

where γ is the vector of real and reactive load powers, x is the vector of state variables and p is

the vector of loads. Suppose a unit vector k specifies a pattern of load increase, the left

eigenvector w can be determined by the point of collapse method (Canizares and Alvarado,

1993). We define the sensitivity of the loading margin to a load change as:

∆L

∆p
= Lp =

−ωfp
ωfγk

(4.12)

After computing the sensitivity of the loading margin to a load change, the loads in the

system can be ranked. If we denote the loading margin of the system as L, equation (4.12)

enables us to determine a relationship between the change in individual loads (∆p1, ∆p2, etc)

to change in security margin which is given as:

∆L = Lp1∆p1 + Lp2∆p2 + ...+ Lpm∆pm (4.13)

where m is the number of loads we are interested in. It is obvious from equation (4.13) that the

load with the highest sensitivity would aid the most in increasing the system loading margin.

The electric utility can use the dollar per kW values obtained from the designed contracts and

the sensitivities from the sensitivity analysis to determine the cost of increasing system

security given as:
∆L

∆$
=

∆L

∆p

∆p

∆$
(4.14)

where ∆$ denotes the amount the utility will spend.

The importance of equation (4.14) is that it aids us in determining the cost of increasing the

loading margin when one of the loads participating in the demand management scheme is

curtailed.
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4.3 Summary

Demand management contracts are essentially non linear in nature which make them suitable

for soft computing schemes. However in the initial design of soft computing tools there is the

need for a teacher or a target to benchmark results highlighting the importance of bench mark

procedures. In this chapter an introduction was provided of game theory’s mechanism design

which acts as the benchmark for soft computing tools. In the next chapter the proposed ANN

and SVM demand management contract soft computing schemes are presented.
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CHAPTER 5

DEMAND MANAGEMENT CONTRACT FORMULATION USING

SOFT COMPUTING SCHEMES

5.1 Overview

In this chapter, we lay out the formulations of determining optimal demand management

contracts using soft computing techniques. Two different neural network models are

implemented and tested on the IEEE 9 bus test power system and the IEEE 14 bus test power

system. The double SVM model is tested on the IEEE 14 bus test power system and the

experimental procedures and obtained results are presented. Finally a comparison of the

results is drawn with a traditional regression approach.

5.2 Input Attributes for Soft Computing Models

Any soft computing models performance is very dependent on its input attributes, so care

must be taken when choosing these values. In our work we chose the same values which

served as input to the mechanism design and we also chose other key power system inputs

values. Part of the novelty of this thesis is determining useful power system parameters that

do not necessarily need to be fed to the game theory model , but would still deliver optimal

and accurate contract values. The following were our final soft computing input attributes

both for ANN and SVM:

• Amount of power curtailed (A1): Represented by x MW. At each of the nodes we assume

that the customer is willing to curtail either all of their load or a fraction of their load.

• The value of power interruptibility (A2): Denoted by (λ). This is usually obtained from

existing power flow routines. It represents the cost of not delivering power to a

particular location and it is in U.S. dollars ($).

• Customer Type (A3) : Denoted by (θ) This is usually normalized between 0 and 1 and
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serves as a differentiator of customer willingness to shed load. Most willing ((θ)=1) and

least willing ((θ)=0).

• Cost of curtailing (A4): Denoted by c(θ, x). We assume a quadratic cost function.

• Bus voltage magnitude (A5): This is the voltage magnitude in per unit at each load node.

• Bus voltage phase angle (A6): This is the phase angle at each load node.

• Reactive Power (A7): The reactive power at each load node.

• Probability Function (A8): We make use of a probability function thats inversely

proportional to the amount of power curtailed, the reasoning being that the probability

of a customer curtailing a lot of power is low and vice versa.

• Case Number (A9): The total number of cases we have to determine contracts for. It is

the product of the number of scenarios and the number of real loads in the power

system.

5.3 Contract Formulations With Single ANN Model

The procedures for a contract formulations using a single ANN model were designed and

tested in two experiments where experiment 1 involved the IEEE 9 bus test power system and

experiment 2 involved the larger IEEE 14 bus test power system .

5.3.1 Experiment 1

Experiment 1 1, involved the 9 bus example which has 3 generators and 3 loads as shown in

Figure 5.1

The Locational Marginal Price (λ) is obtained from optimal power flow routines using

MATPOWER (Zimmerman et al., 2009). A simulation is made of different scenarios and we

obtain contract values using Game Theory for each scenario. The simulated scenarios are

scenarios that any electricity utility might encounter in daily operations. For the purpose of

this experiment, the simulated scenarios are given below.
1Experiment 1 was published in the 10th International Conference on Clean Energy (ICCE), September 15-17,

2010. Famagusta, North Cyprus as ”Designing Optimal Demand Management Contracts Using An Artificial Neural
Network”. An expanded journal version was published in the International Review of Modelling and Simulations
(IREMOS), Vol.4 No.1, February 2011 as ”Power System Demand Management Contract Design : A Comparison
between Game Theory and Artificial Neural Networks”.
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Figure 5.1: The IEEE 9 Bus Test System
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Simulated Scenarios:

• All the generators and loads are connected

• All loads are connected and each generator is switched off

• All generators are connected and each of the loads is set to zero

• All generators are connected and each of the loads are curtailed to 1
2 , 1

3 , 1
4 , 1

5 , 1
6 , 1

7 , 1
8 and

1
9 of their maximum capacity.

The range of the input attributes for experiment 1 are given below :

• A1 : In this experiment, the values range from 0 to 125MW.

• A2 : In this experiment, the values range from $15.558 to $41.087.

• A3 : In this experiment, the values are normalized between 0 and 1.

• A4 : In this experiment, the values range from 0 to $5134.

• A5: In this experiment, the values range from 1.031 to 1.097 per unit.

• A6: In this experiment, the values range from -9.099 to 7.031 degrees.

• A7: In this experiment, the values range from 30 to 50 MVAr.

• A8: In this experiment, the values range from 0.04 to 0.06

• A9 : In this experiment, there are 84 (28 x 3) cases

In the end there are a total of 84 different unique customer cases and we obtain contract values

x (θ) which is the load curtailed and y (θ) which is the incentive paid for each load in the

network (the assumption is that each load represents a customer).

Data Pre - Processing

In this phase, we basically perform two crucial tasks. Firstly the input attributes are

normalized between 0 and 1 and secondly; we employ a suitable output coding (binary

coding) for the contract values. The normalization technique we employ finds the largest

number in each attribute and divides all the values in that attribute by the highest number.

Table 5.1 shows the maximum values for the input attributes.
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Table 5.1: Maximum Value For Each Input Attribute; Used To Normalize The Input Data Prior
To Feeding Into The Neural Network

Input Attribute A1 A2 A3 A4 A5 A6 A7 A8 A9
Maximum Value 125 41.0871 0.97 5134 1.097 7.031 50 0.06 84

Table 5.2 shows examples of the neural network input values prior to normalization; listing

the first 10 cases.

Table 5.2: Examples Of The Pre- Normalization Input Attributes And Corresponding Contract
Values For The First 10 Cases

A1 A2 A3 A4 A5 A6 A7 A8 A9 [KW] [$]
90 24.99 0.10 173.8 1.08 -3.98 30 0.06 1 1000.0 12751.4

100 24.25 0.35 181.2 1.09 -1.19 35 0.05 2 973.8 12118.2
125 24.99 0.97 189.4 1.07 -4.62 50 0.04 3 1050.0 13956.6
90 36.11 0.10 173.8 1.05 0.34 5.8 0.06 4 1467.2 26857.7

100 33.86 0.35 181.2 1.09 7.03 7.5 0.05 5 1377.5 23767.9
125 36.22 0.97 189.4 1.03 -0.22 5.8 0.04 6 1521.9 28749.7
90 40.87 0.10 173.8 1.09 -6.37 5.0 0.06 7 1667.3 34886.7

100 40.67 0.35 181.2 1.08 -8.00 12.7 0.05 8 1664.2 34364.8
125 41.09 0.97 189.4 1.07 -9.09 16.6 0.04 9 1726.6 36880.3
90 34.46 0.10 173.8 1.08 -7.03 -3.9 0.06 10 1397.9 24337.2

The output coding presents some difficulty because the total contract output has to be load

curtailed and incentive paid. To overcome this difficulty we use binary output coding. The

output coding into binary values assist the neural network model in training, thus instead of

training the neural network with two-digit target output value (load curtailed and incentive

paid), we use a 26-digit binary code to represent the output result. This method results in

using 26 output neurons (one neuron for each binary digit), which consequently increases the

synaptic weights at the neural network output layer, thus improving its learning. 18 neurons

for the load curtailed and 8 neurons for the incentive paid giving us a total of 26 neurons.

Table 5.3 and Table 5.4 show the load curtailed and incentive paid interval with their

corresponding binary coding. The two codes are concatenated to give the total number of

neurons at the output layer.

Figure 5.2 shows the general topology of the optimal demand management contract single

neural network model. The neural network input layer has 9 neurons, according to the

number of the input attributes; where each input neuron receives a normalized attribute

numerical value. There is one hidden layer containing 14 neurons, which was determined

after several experiments involving the adjustment of the number of hidden neurons from one

to 50 neurons, in order to assure meaningful learning while keeping the time costs to a
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Table 5.3: Output Binary Coding For Load Curtailed

Load Curtailed (kW) Output Coding
1 0 - 100 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
2 101 - 200 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
3 201 - 300 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
4 301 - 400 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0
5 401 - 500 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0
6 501 - 600 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0
7 601 - 700 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0
8 701 - 800 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0
9 801 - 900 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0

10 901 - 1000 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0
11 1001 - 1100 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0
12 1101 - 1200 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0
13 1201 - 1300 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0
14 1301 - 1400 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0
15 1401 - 1500 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0
16 1501 - 1600 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0
17 1601 - 1700 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0
18 1701 - 1800 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1

Table 5.4: Output Binary Coding For Incentive Paid

Incentive Paid ($) Output Coding
1 0 - 5000 1 0 0 0 0 0 0 0
2 5001 - 10000 0 1 0 0 0 0 0 0
3 10001 - 15000 0 0 1 0 0 0 0 0
4 15001 - 20000 0 0 0 1 0 0 0 0
5 20001 - 25000 0 0 0 0 1 0 0 0
6 25001 - 30000 0 0 0 0 0 1 0 0
7 30001 - 35000 0 0 0 0 0 0 1 0
8 35001 - 40000 0 0 0 0 0 0 0 1

minimum. The output layer has 26 neurons according to the 26 intervals corresponding to 18

neurons for load curtailed and 8 neurons for incentive paid. During the learning phase, the

learning coefficient, and the momentum rate were adjusted during various experiments;

achieving an error value of 0.00092 which was considered as sufficient for this application.

The final training parameters for this neural model were: learning coefficient (0.00648) and

momentum rate (0.614). The initial weights of the neural network were randomly generated

with values between -0.35 and +0.35.
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Figure 5.2: The Single Demand Management Contract Artificial Neural Network Architecture

Experimental Results and Implementation

The results of implementing the neural network model were obtained using a 2.2 GHz PC

with 2 GB of RAM, Windows XP OS and MATLAB v 7.9.0 (R2009b). The neural network

learned and converged after 7000 iterations and within 239.22 seconds, whereas the running

time for the neural network after training and using one forward pass was 0.7x10−4 seconds.

Table 5.5 lists the final parameters of the successfully trained neural network, and the

accuracy rates. Figure 5.3 shows the error graph for the designed neural network

5.3.2 Experiment 2

Experiment 2 2 involves the 14 bus example which has 5 generators and 11 loads shown in

Figure 5.4

The methodology and procedures adopted in this simulation is similar to that adhered to in

experiment 1, however it is a different power system and because the number of loads are

more than in experiment 1 we have fewer number of simulated scenarios

Simulated Scenarios:

• All the generators and loads are connected

2Experiment 2 was published in the 10th International Conference on Environmental and Electrical Engineering
(EEEIC), May 8-11, 2011. Rome, Italy. as ”A Neural Network Model for Optimal Demand Management Contract
Design”.
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Figure 5.3: Mean Square Error vs Iteration Graph for Experiment 1

Figure 5.4: The IEEE 14 Bus Test System
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Table 5.5: Final Neural Network Parameters for Experiment 1

Parameters Numerical Values
Number of Input Neurons 9

Number of Hidden Neurons 14
Number of Output Neurons 26

Learning Co-efficient 0.00648
Momentum Rate 0.614

Minimum Required Error 0.00001
Obtained Error 0.00092

Maximum Allowed Iterations 7000
Number of Iterations Performed 7000

Training Time(seconds)1 239.22
Testing Time(seconds)1 0.00007

Training Dataset Accuracy Rate 91.42%
Testing Dataset Accuracy Rate 85.92%
Overall Dataset Accuracy Rate 88.67%

1 Using a 2.2 GHz PC with 2 GB of RAM, Windows XP OS and MATLAB v 7.9.0(R2009b).

• All loads are connected and each generator is switched off

• All generators are connected and each of the loads is set to zero

• All generators are connected and each of the loads are curtailed to 1
2 , 1

4 and 1
8 of their

maximum capacity.

Thus there are 506 different unique customer cases and like the prior experiment contract

values x (θ) which is the load curtailed and y (θ) which is the incentive paid for each load in

the network (the assumption is that each load represents a customer) are obtained.

The range of the input attributes for experiment 2 are given below :

• A1 : In this experiment, the values range from 0 to 94.2MW.

• A2 : In this experiment, the values range from $37.34 to $42.71

• A3 : In this experiment, the values are normalized between 0 and 1.

• A4 : In this experiment, the values range from 0 to $158.22

• A5: In this experiment, the values range from 0.98 to 1.06 per unit.

• A6: In this experiment, the values range from -14.89 to 1.35 degrees.

• A7: In this experiment, the values range from -3.9 to 19 MVAr.
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• A8: In this experiment, the values range from 0.02 to 0.07

• A9 : In this experiment, there are 506 cases

Experiment 2 proves the validity of our soft computing learning procedure as the single

neural network model again delivered robust results even though it was a larger power

system with more weights at the output layer. (Due to the 32 neurons at the output layer).

Table 5.6 gives the final parameters of the trained neural model.

Table 5.6: Final Neural Network Parameters for Experiment 2

Parameters Numerical Values
Number of Input Neurons 9

Number of Hidden Neurons 25
Number of Output Neurons 32

Learning Co-efficient 0.00517
Momentum Rate 0.73

Minimum Required Error 0.00001
Obtained Error 0.0021

Maximum Allowed Iterations 14000
Number of Iterations Performed 14000

Training Time(seconds)1 372.03
Testing Time(seconds)1 0.00008

Training Dataset Accuracy Rate 94.25%
Testing Dataset Accuracy Rate 87.14%
Overall Dataset Accuracy Rate 90.695%

1 Using a 2.2 GHz PC with 2 GB of RAM, Windows XP OS and MATLAB v 7.9.0(R2009b).

5.4 Contract Formulations With Double ANN Model

The test power system in Experiment 2 is the same one utilized in this section. The difference

being that it is a different neural network topology used here. We make use of a parallel

processing algorithm and hence obtain the double neural network model. Instead of having a

single neural network for load curtailed and incentive paid, we build two ANN models and

feed them simultaneously with the input attributes. While one network is trained to

determine the load curtailed, the other determines incentive paid.

Simulated Scenarios: The scenarios are similar to Experiment 2 and they are itemized below:

• All the generators and loads are connected

• All loads are connected and each generator is switched off
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• All generators are connected and each of the loads is set to zero

• All generators are connected and each of the loads are curtailed to 1
2 , 1

4 and 1
8 of their

maximum capacity.

The input attributes to the double ANN model is again the same as that in Experiment 2. We

therefore have a total of 506 cases, we used training to testing ratio of 50%:50%. We choose not

to use a higher training to testing ratio so that the neural network is not exposed to more

training data than testing data. Therefore 253 cases are used for training the network, while

the remaining 253 cases are used for testing. As stated before prior to using these observations

with the neural network model, all values were normalized to numerical values between 0

and 1. The data pre-processing; i.e. attribute normalization as well as output data coding,

have been explained before but will be revised again in the following section.

5.4.1 Data Pre - Processing

In this phase, we basically perform two crucial tasks. Firstly the input attributes are

normalized between 0 and 1 and secondly; we employ a suitable output coding (binary

coding) for the contract values. The normalization technique we employ finds the largest

number in each attribute and divides all the values in that attribute by the highest number.

Table 5.7 shows the maximum values for the input attributes.

Table 5.7: Maximum Value For Each Input Attribute; Used To Normalize The Input Data Prior
To Feeding Into The Neural Network

Input Attribute A1 A2 A3 A4 A5 A6 A7 A8 A9
Maximum Value 94.2 42.71 0.97 158.22 1.06 1.35 19 0.07 506

Table 5.8 shows examples of the neural network input values prior to normalization; listing

the first 15 cases.

Since there are two neural network models, each model has its own output interval calibrated

differently and hence the corresponding output binary coding differs. This arrangement

ensures that there is parallel processing going on of the input attributes howbeit with different

results. While the output interval for load curtailed is calibrated to 29 intervals, the interval

for incentive paid is 23 intervals. Table 5.9 and Table 5.10 show the load curtailed and

incentive paid interval with their corresponding binary coding.
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Table 5.8: Examples Of The Pre- Normalization Input Attributes And Corresponding Contract
Values For The First 15 Cases

A1 A2 A3 A4 A5 A6 A7 A8 A9 [KW] [$]
3.5 40.26 0.10 11.17 1.05 -13.09 1.8 0.07 1 1095.9 23488.1
6.1 40.38 0.12 19.20 1.04 -13.53 1.6 0.06 2 1110.8 24082.4
7.6 39.66 0.14 23.73 1.01 -7.43 1.6 0.05 3 1091.3 23307.9
9.0 40.32 0.15 27.89 1.04 -13.23 5.8 0.04 4 1108.4 23986.6

11.2 39.73 0.17 34.30 1.06 -12.69 7.5 0.03 5 1091.3 23310.4
13.5 40.58 0.19 40.83 1.04 -13.58 5.8 0.03 6 1124.9 24650.9
14.9 41.19 0.21 44.72 1.02 -14.27 5.0 0.03 7 1128.4 24787.7
21.7 38.36 0.27 62.66 1.04 -4.02 12.7 0.03 8 1054.7 21916.0
29.5 40.17 0.35 81.34 1.04 -12.99 16.6 0.03 9 1110.4 24055.7
47.8 40.19 0.52 117.21 1.01 -8.66 -3.9 0.02 10 1107.4 23939.9
94.2 40.58 0.97 158.03 1.02 -9.93 19.0 0.02 11 1211.7 27990.0
3.5 41.62 0.10 11.17 1.04 0.70 1.8 0.07 12 1139.7 25262.6
6.1 41.82 0.12 19.20 1.04 0.46 1.6 0.06 13 1153.9 25849.1
7.6 41.34 0.14 23.73 1.02 -0.17 1.6 0.05 14 1141.6 25339.2
9.0 41.80 0.15 27.89 1.04 0.31 5.8 0.04 15 1152.8 25801.6

5.4.2 Neural Network Arbitration

During this phase we use a supervised neural network that is based on the back propagation

learning algorithm due to its implementation simplicity and the availability of sufficient input

attributes for training and testing this supervised learner. Figure 5.5 shows the general

topology of the optimal demand management contract neural network model. It can be

observed that the new architecture allows for parallel and simultaneous flow of information

thereby increasing efficiency. We term the neural network for load curtailed NN1 and that for

incentive paid NN 2 The neural network input layer has 9 neurons, according to the number

of the input attributes; where each input neuron receives a normalized attribute numerical

value. There is one hidden layer containing 25 neurons for NN1 and 17 neurons for NN2. This

number of neurons was determined after several experiments involving the adjustment of the

number of hidden neurons from one to 50 neurons, in order to assure meaningful learning

while keeping the time costs to a minimum. The output layers have 29 neurons for NN1 and

23 neurons for NN2 where NN1 is the network for load curtailed and NN is the network for

incentive paid. During the learning phase, the learning coefficient, and the momentum rate

were adjusted during various experiments; achieving an error value of 0.009 for NN1 and

0.028 for NN2 which was considered as sufficient. The initial weights of the neural network

were randomly generated with values between -0.35 and +0.35.
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Table 5.9: Output Binary Coding For Load Curtailed

Load Curtailed (kW) Output Coding
1 965 - 975 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
2 976 - 985 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
3 986 - 995 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
4 996 - 1005 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
5 1006 - 1015 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
6 1016 - 1025 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
7 1026 - 1035 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
8 1036 - 1045 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
9 1046 - 1055 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

10 1056 - 1065 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
11 1066 - 1075 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
12 1076 - 1085 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
13 1086 - 1095 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
14 1096 - 1105 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
15 1106 - 1115 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0
16 1116 - 1125 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0
17 1126 - 1135 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0
18 1136 - 1145 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0
19 1146 - 1155 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0
20 1156 - 1165 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0
21 1166 - 1175 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0
22 1176 - 1185 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0
23 1186 - 1195 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0
24 1196 - 1205 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0
25 1206 - 1215 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0
26 1216 - 1225 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0
27 1226 - 1235 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0
28 1236 - 1245 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0
29 1246 - 1255 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1

5.4.3 Experimental Results and Implementation

The results of implementing the neural network model were obtained using a 2.2 GHz PC

with 2 GB of RAM, Windows XP OS and MATLAB v 7.9.0 (R2009b). NN1 learnt and

converged after 13000 iterations and within 308.91 seconds while NN2 learnt and converged

after 14000 iterations and within 299.6 seconds. Table 5.11 lists the final parameters of the

successfully trained neural network, and the accuracy rates. Figure 5.6 shows the error graph

for NN1 while Figure 5.7 shows the error graph for NN2.

The implementation results of the trained system were as follows: using the training

attributes yielded an accuracy of 95.9% and 94.6% for NN1 and NN2 respectively. The testing

of the trained neural model using the testing attributes yielded an accuracy of 84.01% and
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Figure 5.5: The Double Demand Management Contract Neural Network Architecture
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Figure 5.6: Mean Square Error vs Iteration Graph for NN1
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Table 5.10: Output Binary Coding For Incentive Paid

Incentive Paid ($) Output Coding
1 18600 - 19100 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
2 19100 - 19600 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
3 19600 - 20100 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
4 20100 - 20600 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
5 20600 - 21100 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
6 21100 - 21600 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
7 21600 - 22100 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
8 22100 - 22600 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
9 22600 - 23100 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0

10 23100 - 23600 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0
11 23600 - 24100 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0
12 24100 - 24600 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0
13 24600 - 25100 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0
14 25100 - 25600 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0
15 25600 - 26100 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0
16 26100 - 26600 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0
17 26600 - 27100 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0
18 27100 - 27600 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0
19 27600 - 28100 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0
20 28100 - 28600 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0
21 28600 - 29100 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0
22 29100 - 29600 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0
23 29600 - 30100 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1

82.58% for NN1 and NN2 respectively. Combining the training and testing accuracy results

yields an overall accuracy rate of 89.955% and 88.59% for NN1 and NN2 respectively.

5.5 Contract Formulations With SVM

The SVM model is quite similar to the developed ANN model. However unlike the ANN

model that used output binary coding the SVM model defines classes for the output. The data

pre processing steps are essentially the same so they wont be repeated here. However the

contract interval and corresponding output classes are given in Table 5.12 for load curtailed

and Table 5.13 for incentive paid.

The results of implementing the SVM model were obtained using a 2.2 GHz PC with 2 GB of

RAM, Windows XP OS and LIBSVM 2.9.1 The kernel used in this work is the RBF kernel. As

stated before the reason for the RBF kernel is because it has fewer numerical difficulties,

possesses less hyper-parameters than other kernels and its ability to handle cases when the
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Figure 5.7: Mean Square Error vs Iteration Graph for NN2

relationship between class labels and attributes is highly non-linear. The RBF kernel has two

parameters: Gamma (γ) and C (cost parameter of the error term). In order to search for

suitable parameters (C and γ) for our RBF kernel we perform a parameter search using cross

validation specifically the v-fold cross validation method where in this work v=5. In v-fold

cross-validation, we first divide the training set into v subsets all with equal size. Sequentially

one subset is tested using the SVM classifier trained on the remaining (v 1) subsets.

Cross-validation accuracy is the percentage of data which are correctly classified. The

parameters which produce the best cross validation accuracy are saved and then used to train

the SVM learner. The saved model is then used on the out of sample data (testing set). The

implementation results of the trained system were as follows: using the training attributes

yielded an accuracy of 91.7% and 88.32% for SVM Model 1 and SVM Model 2 respectively.

The testing of the trained neural model using the testing attributes yielded an accuracy of

86.68% and 82.619% for SVM Model 1 and SVM Model 2 respectively. Combining the training

and testing accuracy results yields an overall accuracy rate of 89.19% and 85.4695% for SVM

Model 1 and SVM Model 2 respectively. It is obvious that the SVM model gives a different

result from the ANN models and this is probably due to the structural risk minimization
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Table 5.11: Double Neural Network Final Parameters

Parameters Neural Network 1 Neural Network 2
Number of Input Neurons 9 9

Number of Hidden Neurons 25 17
Number of Output Neurons 29 23

Learning Co-efficient 0.00312 0.00458
Momentum Rate 0.6 0.8

Minimum Required Error 0.001 0.001
Obtained Error 0.009 0.028

Maximum Allowed Iterations 25000 25000
Number of Iterations Performed 13000 14000

Training Time(seconds)1 308.91 299.6
Testing Time(seconds)1 0.00007 0.000052

Training Dataset Accuracy Rate 95.9% 94.6%
Testing Dataset Accuracy Rate 84.01% 82.58%
Overall Dataset Accuracy Rate 89.955% 88.59%

1 Using a 2.2 GHz PC with 2 GB of RAM, Windows XP OS and MATLAB v 7.9.0(R2009b).

principle of SVM as opposed to ANN’s error risk minimization approach. Table 5.14 gives the

final parameters of the trained double SVM model.

5.6 Contract Formulations With Traditional Regression Approach

In this section, a regression approach is applied to the demand management contract

formulation. The aim is to compare obtained experimental results and furthermore to

determine out of the 8 input attributes (attribute 9 is dropped) the attribute with the greatest

effect on demand management contract values. A simple least square regression approach is

used and implemented in the E-Views regression software environment. The input values are

essentially the same with the double ANN model (experiment 2) and the double SVM model.

Also regression analysis is performed for both load curtailed(kW) and incentive paid ($).

Table 5.15 - Table 5.18 detail the results obtained from the regression analysis. It can be noted

from the analysis that the regression model gives acceptable error metrics for the load

curtailed case and extremely high error metrics for the incentive paid category. This is an area

where soft computing models triumph over regression analysis. Another critical observation

is in the t- statistic for each input variable in Table 5.15 and Table 5.17. The t- statistic enables

us to determine the input attribute with the greatest effect on demand management contract

values. It is obvious from both tables that value of power interruptibility (A2), denoted by (λ)
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Table 5.12: Output Class Interval For Load Curtailed

Load Curtailed (kW) Output Class Interval
1 965 - 975 1
2 976 - 985 -1
3 986 - 995 2
4 996 - 1005 -2
5 1006 - 1015 3
6 1016 - 1025 -3
7 1026 - 1035 4
8 1036 - 1045 -4
9 1046 - 1055 5

10 1056 - 1065 -5
11 1066 - 1075 6
12 1076 - 1085 -6
13 1086 - 1095 7
14 1096 - 1105 -7
15 1106 - 1115 8
16 1116 - 1125 -8
17 1126 - 1135 9
18 1136 - 1145 -9
19 1146 - 1155 10
20 1156 - 1165 -10
21 1166 - 1175 11
22 1176 - 1185 -11
23 1186 - 1195 12
24 1196 - 1205 -12
25 1206 - 1215 13
26 1216 - 1225 -13
27 1226 - 1235 14
28 1236 - 1245 -14
29 1246 - 1255 15

has the greatest effect on both load curtailed and incentive paid as it has the highest t-statistic

of about 25. The other input attributes that have the greatest effect on contract values are

Reactive Power (A7), Amount of power curtailed (A1), Probability Function (A8) and Bus

voltage phase angle (A6)

5.7 Summary

In this chapter, the design of optimal demand management contracts using soft computing

techniques was spelt out. The proposed models were implemented and tested on the IEEE 9

bus test power system and the IEEE 14 bus test power system and the obtained results

presented. Further more, an attempt is made to compute the same contract values with a least
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Table 5.13: Output Class Interval For Incentive Paid

Incentive Paid ($) Output Class Interval
1 18600 - 19100 1
2 19100 - 19600 -1
3 19600 - 20100 2
4 20100 - 20600 -2
5 20600 - 21100 3
6 21100 - 21600 -3
7 21600 - 22100 4
8 22100 - 22600 -4
9 22600 - 23100 5
10 23100 - 23600 -5
11 23600 - 24100 6
12 24100 - 24600 -6
13 24600 - 25100 7
14 25100 - 25600 -7
15 25600 - 26100 8
16 26100 - 26600 -8
17 26600 - 27100 9
18 27100 - 27600 -9
19 27600 - 28100 10
20 28100 - 28600 -10
21 28600 - 29100 11
22 29100 - 29600 -11
23 29600 - 30100 12

square regression method and results obtained from the least square method indicate the

input attributes with the greatest effect on contract values.
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Table 5.14: Double SVM Model Final Parameters

Parameters SVM Model 1 SVM Model 2
Number of Features 9 9
Number of Classes 29 23

C Search Range 2−100 to 2100 2−100 to 2100

γ Search Range 2−100 to 2100 2−100 to 2100

C 512 2048
γ 32 4
V 5 5

Kernel RBF RBF
Training Optimization Time 0.692 seconds 0.55 seconds

Training Dataset Accuracy Rate 91.70% 88.32%
Testing Dataset Accuracy Rate 86.68% 82.619%
Overall Dataset Accuracy Rate 89.19% 85.4695%

1 Using a 2.2 GHz PC with 2 GB of RAM, Windows XP OS and LIBSVM v 2.9.1.

Table 5.15: Parameters of the Least Square Regression Model for Load Curtailed

Variable Coefficient Std.Error t-Statistic Prob.
C -100.7104 104.0273 -0.968116 0.3339

A5 -36.14365 78.07535 -0.462933 0.6438
A6 0.048425 0.236409 0.204835 0.8379
A1 2.377338 0.877388 2.709562 0.0072
A2 30.64947 1.188373 25.79112 0.0000
A7 0.860281 0.174288 4.935985 0.0000
A3 -41.45827 90.04355 -0.460425 0.6456
A8 180.7992 92.61940 1.952066 0.0521
A4 -0.626952 0.100577 -6.233532 0.0000

R-squared 0.908303 Mean dependent var 1113.225
Adjusted R-squared 0.905297 S.D. dependent var 40.69416

S.E. of regression 12.52318 Akaike info criterion 7.927965
Sum squared resid. 38266.55 Schwarz criterion 8.053659

Log likelihood -993.8876 F-statistic 302.1176
Durbin-Watson stat 2.857954 Prob(F-statistic) 0.000000

Table 5.16: Error Values and other parameters of the least square regression model for load
curtailed (kW)

Parameters Numerical Values
Root Mean Square Error 12.298429

Mean Absolute Error 7.604885
Mean Abs. Percent Error 0.690207

Theil Inequality Coefficient 0.005520
Bias Proportion 0.000000

Variance Proportion 0.024040
Covariance Proportion 0.975960
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Table 5.17: Parameters of the Least Square Regression Model for Incentive Paid

Variable Coefficient Std.Error t-Statistic Prob.
C -24453.93 4129.284 -5.922076 0.0000

A5 -1179.900 3099.142 -0.380718 0.7037
A6 7.226620 9.384090 0.770093 0.4420
A1 60.72499 34.82726 1.743605 0.0825
A2 1217.492 47.17156 25.80986 0.0000
A7 33.97664 6.918212 4.911189 0.0000
A3 1625.490 3574.211 0.454783 0.6497
A8 7090.022 3676.457 1.928493 0.0550
A4 -24.13231 3.992343 -6.044650 0.0000

R-squared 0.905301 Mean dependent var 24186.82
Adjusted R-squared 0.902196 S.D. dependent var 1589.510

S.E. of regression 497.0983 Akaike info criterion 15.29038
Sum squared resid. 60294049 Schwarz criterion 15.41607

Log likelihood -1925.233 F-statistic 291.5715
Durbin-Watson stat 2.851864 Prob(F-statistic) 0.000000

Table 5.18: Error Values and other parameters of the least square regression model for incentive
paid ($)

Parameters Numerical Values
Root Mean Square Error 488.1766

Mean Absolute Error 301.7012
Mean Abs. Percent Error 1.272915

Theil Inequality Coefficient 0.010071
Bias Proportion 0.000000

Variance Proportion 0.024867
Covariance Proportion 0.975133
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CHAPTER 6

CONCLUSIONS

In this thesis soft computing schemes have been successfully applied to determining optimal

demand management contract values. The two soft computing schemes used in this work are

Artificial Neural Networks (ANN) and Support Vector Machines (SVM). The variants of the

models used are supervised learners meaning that there is the need for a teacher or a means to

bench mark the results obtained and Game theory’s mechanism design serves as the target for

the two proposed schemes. The developed system overcomes two major disadvantages

inherent in present demand management contract schemes, namely computational

complexity and real time adaptability. The ANN and SVM models each comprise of two

phases; The data pre processing phase and the learning phase In the first phase, we apply

input attribute normalization (ANN) or scaling (SVM) which basically means that all the input

attributes are normalized to an interval of 0 and 1. Care has to be taken when doing this and

in this thesis a novel normalization pattern is used. Another important data pre processing

measure is efficient and accurate output representation. In this thesis for each soft computing

model we selected a reasonable interval range and created a binarised coding system

corresponding to the intervals (ANN) and output class representation also corresponding to

the interval(SVM). and output binary coding. In the second phase a 3-layer supervised learner

based on the back propagation learning algorithm was used for the ANN model while the

SVM model utilized a C-SVM with RBF kernel. Different experimental configurations

consisting of single and double models for the ANN and SVM schemes were tried and all of

the trained soft computing models gave highly encouraging results with very fast processing

times. The average of the accuracy of all the models was above 85% and it obtained these

results in very fast times. We do not posit that ANN and SVM models be used solely for

contract design but experimental results suggests that they will be a massive aid in demand

management programs and power system operations when used in conjunction with other

models. The major advantage of soft computing models as designed in this thesis is in its real

time applicability and due to the fact that they involve less computational procedures as
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compared to other methods like system dynamics and game theory. A trained soft computing

model that has efficiently generalized a particular power system would be able to give

spontaneous optimal demand management contract values as system parameters change.

This would ensure that contracts are beneficial to both utility and the customers at all times.
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CHAPTER 7

FUTURE WORK

7.1 Overview

In this chapter the probable direction of future research on this topic is presented. Both long

term and short term research aims are discussed and preliminary research findings are

presented with encountered or expected research difficulties highlighted.

7.2 Probable Future Research

At the time of preparing this manuscript, four refereed publications (3 conferences and 1

journal) have already been published. Four more publications are in the works and are at their

completion stages. However there is still a lot of room for more research. As the thesis is multi

disciplinary (involves power systems engineering, soft computing and economics) there is

still need for in-depth multidisciplinary research. Future research can focus on how to

incorporate a penalty factor in the contract formulations, so that customers who fail to cut

down load consumption as at when due (a specified time duration) are penalized. Also a

hybrid soft computing model that combines Genetic Algorithms, Artificial Neural Networks

and Fuzzy Logic is being investigated as this will significantly improve training times and

furthermore lead to a reduction in the output intervals to more precise values. Another

pending soft computing investigation is how the training to testing ratio can be reduced as

this will make for a more robust system.

At the moment, the major research going on is how to obtain some of the present demand

management input attributes through soft computing means and emphasis is placed on

determining the value of power interruptibility otherwise known as (λ) which is traditionally

obtained from existing power flow routines. (λ) represents the cost of not delivering power to

a particular location and being able to determine this via soft computing schemes would

ultimately lead to an increase in the demand management contract input attributes which will

also lead to better learning for the developed soft computing models. In the next section
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preliminary research findings on determining (λ) using a single soft computing model (SVM)

is presented.

7.3 Determining λ Using Support Vector Machines

Electricity nodal prices are also known as Locational Marginal Price (LMP) or Locational

Based Marginal Price (LBMP). They are simply defined in (Alvarado, 2001) as the cheapest

way one can deliver one MW of electricity to an electric power system node from the available

system generators while respecting all the system limits and constraints in effect. Thus nodal

prices are vital information for electricity market participants to build bidding strategies.

Furthermore its also a useful tool for the system security coordinator or Independent System

Operator (ISO) to perform market re-dispatch in the event congestion occurs in the system.

Various formulations and algorithms have been designed to calculate electricity nodal price.

These methods can be simply grouped as either conventional optimization methods or

methods using soft computing principles. The conventional method of calculating electricity

nodal price is calculating nodal price as a by-product of the Optimal Power Flow (OPF). OPF

is simply an optimization problem where the goal is to optimize a pre-specified objective

function through controlling various power system variables (generator real power,

transformer tap settings, generator bus voltage, etc) while simultaneously satisfying various

power system constraints (system operating limits and power flow equations).The OPF

method is usually a single slack power flow formulation. Other factors affecting nodal price

are transmission network configuration, available dispatch units, economic dispatch,

transmission constraints, energy demand, etc (Ott, 2001). In this thesis, LMP or LBMP is also

termed the value of power interruptibility or simply (λ) and it represents the cost of not

delivering power to a particular location. In the presented manuscript LMP’s are determined

from existing power flow routines and it is the aim that they are determined via a soft

computing scheme and we would have a complete soft computing based model. To this end

we attempt this on the IEEE 57 test power system shown in Figure 7.1 as we steadily increase

the complexity of the power system studied 1

.
1This work was published in the 6th International Symposium on Electrical and Electronics Engineering and

Computer Systems (EEECS), November 25-26, 2010. Lefke, North Cyprus. as ”Determining Electricity Nodal Prices
Using Support Vector Machines”.
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Figure 7.1: The IEEE 57 Bus Test System

The following are our tentative SVM input attributes:

• Bus Number: Since there are 57 buses in this work, the values range from 1 to 57.

• Bus voltage magnitude: This is the voltage magnitude in per unit at each load node. In

this work, values range from 0.951 to 1.06 per unit.

• Bus voltage phase angle: This is the phase angle at each load node. In this work, values

range from -12.158 to 4.723 degrees.

• Active Power Generated: The power generated at each node. There are 7 generators in

this system. In this work, values range from 0 to 459.83 MW.

• Reactive Power Generated: The reactive power generated at each node. In this work,

values range from 0 to 87.19 MVAr.

• Load Active Power: The real power at each load node. There are 42 loads in this system.

In this work, values range from 0 to 377 MW.

• Load Reactive Power: The reactive power at each load node. In this work values range

from 0 to 88 MVAr
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7.4 Experimental Analysis and Obtained Results

In this study the parameter search range for C and γ was conducted from 2−100 to 2100 The

best C obtained was 4 while was 8. These values of C and γ were then used for training the

SVM learner

The output of the trained SVM model provides the electricity nodal price output with an

interval of $ 0.5/MVA-hr which gives us 17 intervals or classes. The trained SVM model

consists of two phases: Firstly, the data processing phase and the SVM learning phase. In the

first phase, we obtain input features from the test power system. These features undergo

scaling prior to using them as inputs to the SVM system. We also designed a novel method of

representing the output by creating suitable intervals of $ 0.5/MVA-hr. The second phase is

training the SVM classifier. We used a C-SVM model with an RBF kernel. The optimal values

of parameters C and were searched for. Training this model successfully required

approximately 0.38 seconds.

The implementation results of the trained system were as follows: using the training dataset

yielded 89.6591% accuracy. The testing of the trained SVM model using the testing dataset

yielded a correct accuracy rate of 67.8947%. Combining the training and testing results yields

an overall correct accuracy rate of 78.7769%. It is imperative to mention that the obtained

results are average as high accuracy is needed and this is due to the sparse nature of the

training dataset. There are 57 nodes in the test system and since we always strive to maintain

an even training to testing ratio, 28 nodes are used for training while 29 nodes are used for

testing. Obviously 27 nodes will not deliver robust learning results and there is need to either

try the algorithm on a much larger power system or simulate more scenarios for the present

power system for enhanced learning.

7.5 Summary

In this chapter a brief presentation was provided about the future research spawning out of

this thesis. Preliminary results are presented and the difficulties encountered are briefly

described.
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APPENDIX A

Sample LIBSVM Code

This appendix lists a section of the LIBSVM code that is used for training the SVM learner.
The LIBSVM package has to be installed in the MATLAB path for successful program
execution. The parameters in the sample code are those used to determine demand
management contract values (specifically load curtailed).

� �
cont = csvread(’contr.csv’); % read a csv file

labels = cont(:, 1); % labels from the 1st column

features = cont(:, 2:end);

features_sparse = sparse(features); % features must be in a sparse matrix

libsvmwrite(’contr.txt’, labels, features_sparse);

[cont_label, cont_inst] = libsvmread(’contr.txt’);

bestcv = 0;

for log2c = -100:100,

for log2g = -100:100,

cmd = [’-v 5 -c ’, num2str(2 l̂og2c), ’ -g ’, num2str(2 l̂og2g)];

cv = svmtrain(cont_label, cont_inst, cmd);

if (cv >= bestcv),

bestcv = cv; bestc = 2 l̂og2c; bestg = 2 l̂og2g;

end

fprintf(’%g %g %g (best c=%g, g=%g, rate=%g)\n’, log2c, log2g, cv, bestc, bestg, bestcv);

end

end

train_data = cont_inst(1:253,:);

train_label = cont_label(1:253,:);

test_data = cont_inst(254:506,:);

test_label = cont_label(254:506,:);

model_rbf = svmtrain(train_label, train_data, ’-c 512 -t 2 -g 32’);

[predict_label_L, accuracy_L, dec_values_L] = svmpredict(train_label, train_data, model_rbf);

[predict_label_L, accuracy_L, dec_values_L] = svmpredict(test_label, test_data, model_rbf);� �
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